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Abstract 

Global illumination is an active research area in 3D computer 

graphics; it can add more realistic lighting effects to 3D scenes 

as it traces indirect light as well as direct light to render a scene. 

The path tracing method is the most popular approach for 

global illumination owing to its stability. However, it is still 

difficult to use path tracing for real-time rendering, despite the 

improvements in performance using general-purpose GPU 

(GPGPU), and data structures such as KD-Tree and bounding 

volume hierarchy (BVH). When path tracing is used, the 

shaded color becomes noisy in the case that the color is not yet 

converged, and this is one of the problems of path tracing. To 

eliminate this path tracing noise, a noise removal filter can be 

used. However, many filtering algorithms exist, and users have 

difficulty in selecting one of them. Here, we compare and 

analyze filtering algorithms such as high-pass filters 

(Sharpening filter) and low-pass filters (Mean, Median, and 

Gaussian filter) in terms of their performance and rendering 

quality. The comparison shows that the mean filtering 

algorithm has the best removal effect during the initial 

samplings while the median filtering algorithm has the best 

effect during the later samplings. However, the median filtering 

algorithm takes the longest time owing to its search for the 

median value. 

Keywords - Filter Masking, Global illumination, High-Pass 

Filter, Image Filtering, Path Tracing, Pepper Noise  

 

1. INTRODUCTION 

Global illumination can render a scene more realistically 

compared to local illumination. It renders a scene after 

considering not only direct, but also indirect light. Among the 

many algorithms that can achieve global illumination, path 

tracing has been widely used because of its stability. However, 

the path tracing method uses the Monte Carlo technique and is 

very complex [1] as it requires the considering the effects of 

both direct and indirect light. In the Monte Carlo method, a 

solution is found by means of averaging all the intermediate 

results after sampling, rather than by calculating a large amount 

of indirect light one by one [2]. 

As path tracing uses the Monte Carlo method, it is inherently 

very complex and takes a long time to obtain the converged 

result. However, accelerated algorithms have been developed 

for real-time path tracing. KD-Tree and bounding volume 

hierarchy (BVH) are improved approaches that can reduce the 

computing time. General-purpose computation on the GPU 

(GPGPU) can also be used to accelerate the algorithm [3]. 

Despite these improvements, path tracing is still complex. A 

pixel becomes a noise when there are not enough samplings, or 

a pixel becomes a background color when it does not collide 

with any surfaces. This results in a large amount of pepper 

noises before enough samplings have been taken. Filtering 

algorithms such as mean, median, sharpening, and Gaussian 

filters can be used to mitigate these noises. 

Here, we implemented the filtering algorithms, applied them to 

the results of path tracing, and then compared them in terms of 

rendering quality and performance. This paper is organized as 

follows. Section 2 describes the filtering algorithms that can be 

used for path tracing results; Section 3 describes the 

implementation of these algorithms; Section 4 compares them 

with respect to their performance and rendering quality; and 

Section 5 concludes this study. 

 

2. RELATED WORKS 

2.1 Pepper Noise at Path Tracing 

Path tracing is one of the algorithms that can realize global 

illumination with a Monte-Carlo integration, which is 

performed by casting a ray to a random direction in the 

intersection case with an object. Path tracing comprises of the 

following processes: ray generation, intersection tests, and 

color shading. During ray generation, the algorithm generates a 

ray from a camera to every pixel on a plane. Then, it tries to 

find the nearest intersected 3D object after checking all the 3D 

objects. After finding the nearest object, the ray travels to a 

random direction in the collision case with diffuse material or 

is refracted or reflected to a different direction, when the 

collided with object has refraction or reflection properties. 

During color shading, the color of a pixel is determined 

according to the intersected 3D object. These processes 

constitute a single sample, and several samples are performed 

to render a single scene. 

When we use path tracing for rendering a scene, a number of 

refractions and reflections need to be calculated to get the final 

value of a pixel. Theoretically, the path tracing can generate the 

correct color for a pixel if infinite time is given. However, 

infinite time cannot be given due to limited computational 

resources and time constraints; the path tracing stops bouncing 

a ray at a threshold depth or Russian roulette. As a result, much 

noise is rendered on the screen. The result is illustrated  

in Fig 1. 
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Figure 1. Path tracing before sufficient convergence 

 

2.2 Mean Filter 

A mean filter is a filter that calculates the mean value around a 

target pixel and replaces the target pixel with the filtered result. 

The advantage is that the noise of the entire image can be 

processed quickly when there are no significant differences 

among neighboring pixels. However, the mean filter gives the 

same weighting to all the neighboring pixels; thus, a pixel can 

be largely affected by surrounding pixels. Fig 2 shows the basic 

processes of mean filter. 

 

Figure 2. Mean filter 

 

2.3 Gaussian Filter 

A Gaussian filter is designed to reduce the effects of 

surrounding pixels, which is a disadvantage in a mean filter. 

The Gaussian filter weights neighboring pixels according to the 

normal distribution and decreases the weight as a pixel moves 

away from the target pixel. The Gaussian filter produces a 

clearer image than the Mean filter. 

It generates an image between the original and mean filters and 

can maintain the original clarity to some degree. Fig 3 

illustrates the basic processes of Gaussian filter. 

 

Figure 3. Gaussian filter 

 

2.4 Median Filter 

Mean and Gaussian filters tend to be vulnerable to salt and 

pepper noise [4]. A median filter examines the surrounding 

pixels of a target pixel, finds the median value, and replaces the 

value with the target pixel [5]. 

However, the Median filter is an algorithm that finds a middle 

value; thus, sorting is required, resulting in the requirement of 

additional time. The larger mask makes the performance slow. 

Fig 4 is the basic processes of median filter. 

 

Figure 4. Median filter 

 

2.5 Sharpening Filter 

All the previously mentioned filters are low-pass filters, which 

are mainly used to remove noise or obtain blurred images. 

High-pass filters can be used to catch low-frequency signals 

and determine the outline (or boundary) of objects. 

A Sharpening filter applies a high-pass filter to clearly 

represent the boundary line and noise. Fig 5 demonstrates the 

processes of sharpening filter. 
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Figure 5. Sharpening filter 

 

3. IMPLEMENTATION 

3.1 Mean Filter 

We implemented the mean filter, using a 3×3 mask, and 

applied it to the pixel position between width 1 and -1 and 

height 1 and – 1, to avoid the border area. Each neighboring 

color has a weighting of 1/9, as illustrated in Fig 6. 

 

Figure 6. Weights of neighboring pixels in Mean Filter 

 

To implement the mean filter, we added all the neighborhood 

pixels and averaged them. We them replaced the result with a 

target value.  

 

3.2 Gaussian Filter 

The mask used for the Gaussian filter was derived using Eq. 1: 

               (1) 

In Eq. 1, X is the value of a sample, Z is the estimate of the 

distribution, μ is the mean, and σ is the standard deviation. 

The average value to be used in the image by applying Eq. 1 is 

zero; thus, assuming the weight of all pixels to be equal, the 

value obtained using the normal distribution can be weighted 

as illustrated in Fig 7.  

 

Figure 7. Weights of neighboring pixels in Gaussian filter 

 

3.3 Median Filter 

To apply the Median filter, it is necessary to find the median 

value for the algorithm. However, to know the median value, a 

sorting is necessary. Thus, more time is required. Fig 8 

illustrates our implementation of median filter.  

 

Figure 8. Median filter 

 

3.4 Sharpening Filter 

After examining the colors of all neighboring pixels, we 

measured the average weight of the surrounding pixels, and the 

weight of a target pixel. We then calculated the difference 

between those values. Noise and contour boundaries remained, 

which were then added to the original image to interpolate the 

values. After this, the original image was added, as illustrated 

in Fig 9; the noises were interpolated [6].  

 

Figure 9. Sharpening filter 

 

4. COMPARISON AND ANALYSIS 

Here, we describe the results of the filtering algorithms.  

4.1 Performance  

For each filtering algorithm developed, the time taken to 

remove noise was measured 10 times and a mean time value 
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was determined. The mean values for the different filter types 

are illustrated in Fig 10. 

 

Figure 10. Elapsed time to draw single scene 

   

In Fig 10, the performance of each filtering algorithm is 

illustrated. If no algorithms are used, the rendering takes 354 

ms. When Mean and Gaussian filters are used, it takes 375 ms. 

Using a Sharpening filter takes 385 ms, and a Median filter 

takes 465 ms.  

4.2 Rendering Quality. 

Fig 11 shows the results of the filtering algorithms executed 

after path tracing. We executed the algorithms on Windows 10 

(x64), Visual Studio 2017, Intel Core i5-6300HQ, and NVIDIA 

GeForce GTX960M. We rendered the ant model in a Cornell 

box [7], which has 486 vertices and 912 triangles. Based on 

this, the performance and rendering quality were compared. 

The comparison was made after 1, 3, 5, 10 and 20 samplings.  

 

Sampling 

count 
Original Mean filter Gaussian filter Median filter Sharpening filter 

1 

     

3 

     

5 

     

Filtering algorithm

Elapsed time (msec)
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Sampling 

count 
Original Mean filter Gaussian filter Median filter Sharpening filter 

10 

     

20 

     

Figure 11. Filtering effects 

 

  

Figure 12. No filter (3 samplings) Figure 13. Mean filter (3 samplings) 

  

Figure 14. Gaussian filter (3 samplings) Figure 15. Median filter (3 samplings) 

 

Figure 16. Sharpening filter (3 samplings) 
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As shown in Figs 12 and 16 above, the median filter most 

effectively decreases salt and pepper noise. The Mean filter 

makes the image smoother than the other filters, which is a 

fundamental characteristic of low-pass filters [8]. As shown in 

Fig 14, the Gaussian filter produced an image between the 

original image and the image rendered by the mean filter. As 

shown in Fig 16, the Sharpening filter decreases the sharpness. 

 

5. CONCLUSION 

The path tracing method can help satisfy the increasing demand 

for high-quality rendering; however, it is problematic in terms 

of noise before convergence through a sufficient number of 

samplings. To reduce noise, several filtering algorithms can be 

used. However, each algorithm has its own advantages and 

disadvantages. Thus, it is difficult to select one of them. To 

reduce this problem, we describe and implement filters, then 

compare them in terms of their performance and rendering 

quality. From this comparison, we conclude that the mean filter 

exhibits the best removal effect during the initial samplings, 

and the median filter exhibits the strongest noise removal effect 

during later samplings; however, the median filter requires 

more time. To the best of our knowledge, this study is the first 

that investigates the filters for the path tracing methodology. In 

future, we plan to study the interpolation method which uses 

artificial intelligence. 
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